We present **metacodes**, a new concept to guide grounded theory (GT) research in software engineering. Metacodes are high level codes that can help software engineering researchers guide the data coding process. Metacodes are constructed in the course of analyzing software engineering papers that use grounded theory as a research methodology. We performed a high level analysis to discover common themes in such papers and discovered that GT had been applied primarily in three software engineering disciplines: agile development processes, geographically distributed software development, and requirements engineering. For each category, we collected and analyzed all grounded theory codes and created, following a GT analysis process, what we call **metacodes** that can be used to drive further theory building. This paper surveys the use of grounded theory in software engineering and presents an overview of successes and challenges of applying this research methodology.

1. Introduction

Grounded theory (GT) is a systematic qualitative research methodology, originating in the social sciences and emphasizing the generation of theory from qualitative data in the process of conducting research. Grounded theory, in its original form, was proposed by Glaser and Strauss [1]. However, it was not until 1993 that we could find the first significant grounded theory work applied in software engineering (SE) [2]. Since that date, more researchers have adopted the process and GT has shown promising results. There is a limited, but increasing, body of literature reporting the application of grounded theory in SE. Nevertheless, GT applications in software engineering are still very limited, most likely due to the complexities of applying GT methodology in SE. The GT methodology, we argue, requires adaptation for successful employment in the software engineering domain. The contribution of this paper is to provide what we will call **metacodes** that can be used to drive the initial coding phase of GT. The paper also provides an analysis of existing GT applications in software engineering and the characteristics of such application as exhibited in the existing literature.

This paper is organized as follows. Section 2 presents a brief history of grounded theory and its application in the software engineering arena. Section 3 presents the methodology we adopted to survey, categorize, and analyze GT coding. The subsequent three sections present a literature review and the metacodes thematically organized by the application area. We look at three areas: agile development, distributed development, and requirements engineering. The remainder of the paper presents some GT characteristics that are specific to applications in software engineering and an overview of where GT has been successful and where challenges exist in the application of GT in software engineering.

2. Background and History

Grounded theory is a systematic qualitative research methodology that emphasizes the generation of theory from data. Grounded theory operates almost in a reverse fashion to the traditional scientific method. Rather than proposing a hypothesis and gathering data to support it, data collection is pursued first without any preconceptions. Key points in the data are marked with a series of “codes,” which are then grouped into similar concepts or categories. These categories become the basis of a theory. The coding process is typically performed in two steps, initial then focused coding. The categorization process is normally referred to as **axial coding**.
Grounded theory emerged as a research methodology in the 1960s, during a time when sociological research practices were particularly reliant on quantitative methodologies. In 1967, Glaser and Strauss coined the term grounded theory in their book *The Discovery of Grounded Theory* [1]. The term refers to the idea of a theory that is generated by—or grounded in—an iterative process of analysis and sampling of qualitative data gathered from concrete settings, such as interviews, participant observation, and archival research.

The roots of this methodology can be traced back to the work of Dilthey and Rickman [3] who argued against the pursuit of causal explanations at the expense of establishing understanding. Grounded theory methodology can also be traced back to the symbolic interactionist perspective of Blumer [4]. The term “symbolic interaction” refers to the peculiar and distinctive character of interaction as it takes place between human beings. The peculiarity consists in the fact that human beings interpret or “define” each other’s actions instead of merely reacting to each other’s actions.

Since GTs’ inception in the social sciences, grounded theory has become increasingly popular in information systems as a research methodology. This is evident by the growing literature on the methodology and its applications. The first publication our team was able to identify as an application of grounded theory in the area of software engineering was the work by Calloway and Ariav [5] and Toraskar [6] in 1991. In these publications, the researchers described how they adopted grounded theory in understanding how managerial users evaluate their decision support systems.

The first international journal publication of a grounded theory application in software engineering is that of Orlikowski in 1993 [2]. In this work, the researcher presents findings of a study into the adoption of CASE tools. The researcher justified the use of grounded theory as a research methodology on the basis that it provided “a focus on contextual and processual elements as well as the action of key players associated with organizational change elements that are often omitted in IS studies.”

More recently, Baskerville and Pries-Heje [7] employed grounded theory combined with action research to enhance the rigor and traceability in the theory-development part of their work. Action research is a reflective process of progressive problem solving led by individuals working with professionals to improve the way they address issues and solve problems. Other work has employed grounded theory to initiate more focused data collection activities [8].

Grounded theory applications have extended to other areas within software engineering. While the literature is limited, the most prominent discipline of grounded theory work is in software development methodologies, as evident in the quantity of published work in this discipline. Out of the 60 research papers we identified as applications of grounded theory in software engineering 25 addressed software development methodology. Other subdisciplines with significant bodies of GT research include requirements engineering and distributed software development practices.

We believe that GT is a research methodology particularly useful for software engineering research for two main reasons. First, software development is a human-intensive process. Second, software is used by humans with complex interaction and usage patterns, where quantitative evidence is nonexistent or difficult to formulate. Secondly, GT provides an effective approach for qualitative analysis of the rich data sets available in typical software engineering environments. For example, emails and chat histories provide recorded communication information possibly over an extended period of time. Such information is an important data source for GT studies that are available in typical software engineering environments.

The low and slow adoption of GT methodology in software engineering is due to a number of factors. First, GT originated in the social sciences, and since its adoption in software engineering, there has been little guidance on how to employ the methodology. Second, it is not clear what characteristics of GT need adaptation to better fit the nature of software engineering research. Many researchers in software engineering are not familiar with GT and in our experience can be skeptical of its effectiveness. In addition, as our survey highlights, the number of researchers that have reported using GT is small, which contributes a barrier to accelerating GT adoption.

### 3. Discussion of Sources

Surveying the application of grounded theory in software engineering turned out to be more challenging than anticipated. Grounded theory work is published in a large variety of journals and conference proceedings. A significant portion of grounded theory research can be located in journals dealing with empirical studies. Nevertheless, a growing number of grounded theory projects deal with development processes, requirements engineering, software tools, and development practices. Such work is typically published in journals not related to empirical studies. What follows is a review of the methodology used to identify candidate GT sources to ensure that we covered the full gamete of papers on the subject.

We located more than 60 published papers that explicitly reported the use of grounded theory in the analysis of their data in an area related to software engineering. While the determination of the use of grounded theory as a research methodology was relatively clear, the scope that defines what software engineering is remains more challenging. Hence, we found a thematic presentation was the most appropriate. The surveyed resources are organized under three main themes: agile development, distributed development, and requirements engineering. These three disciplines contain a major portion of the grounded theory work within software engineering.

Some grounded theory approaches recommend starting with high level codes to drive theory building [9]. This is particularly challenging due to the small amount of the literature available on the application of GT in software engineering. In order to help software engineering researchers, we collected all codes and categories that were reported in each GT application theme. We then analyzed those codes using a GT approach to create what we call *metacodes* or codes of codes. We first collected all codes and subcodes from the grounded theory papers in each theme separately. Those
codes were then analyzed, rearranged, and merged to create a final shallow hierarchy of metacodes. Each metacode is associated with tags that summarize a larger number of codes and subcodes as exhibited in the literature within a specific theme. It is our conjecture that the metacodes can be of value to future applications of GT in the software engineering themes presented in this paper. They can function as high level codes that drive theory building in these areas.

4. Grounded Theory in Agile Development Methodologies

We were able to identify 32 published papers that applied grounded theory to study software development methodologies. Of these, 9 reported studying agile methodologies.

Agile software development refers to a group of methodologies that share and promote principles such as development with short iterations, teamwork, collaboration, and process adaptability throughout the life cycle of the project [10]. The roots of agile development can be traced back to 1974 when an adaptive software development process was introduced by Edmonds [11]. However, the definition of modern agile development processes evolved in the 1990s. For example, Extreme Programming was formally introduced in 1996 [12].

Out of all surveyed papers, 9 reported research into agile methodologies using grounded theory. This number reflects the fact that agile development processes are a relatively new and evolving concept. In addition, applications of grounded theory work in software development methodology in general are limited [8]. The earliest work that reported a grounded theory methodology in an agile development process setting is that of Kahkonen et al. [13].

One of the most prominent work is that of Coleman et al. [14–16], who report on how software process and software process improvement (SPI) are applied in the practice of software development. Their study focused on a number of indigenous Irish software companies at various stages of development. In the first phase of the study, they performed four interviews in three different companies. Each interview contained 53 questions. In the second phase, they investigated 11 more companies, performing interviews of about an hour each. They initially performed focused and axial coding, which resulted in three themes and 17 core categories. The theory they present represents a form of “experience” road map illustrating some of the potential pitfalls a software product company could face and how others have avoided or resolved them. Their findings also included supporting evidence and justifications regarding the low level of adoption of CMM/CMMI and ISO 9000 by Irish software companies. They cited the cost of its implementation and maintenance, the added burden on the development efforts, and increased documentation and bureaucracy as the main factors behind the low adoption of such SPI initiatives. For example, they report that smaller companies believed SPI would negatively impact their creativity and flexibility.

Another example of the use of the grounded theory approach in an agile environment involved exploring the socio-psychological characteristics of agile teams and learning about the types of experience acquired in such software development teams [17, 18]. The findings contribute a better understanding of the link between agile practices and positive team outcomes such as motivation and cohesion.

4.1. Metacodes for Agile Development Methodologies. We collected codes and subcodes from the 9 studies that adopted GT to investigate agile development methodology. We constructed the metacodes by analyzing 50 codes and 206 subcodes. Metacodes and tags are summarized in Table 1.

Table 1 presents a summary of the metacodes we constructed in the agile methodology theme. Each metacode represents a large number of codes and subcodes, samples of which are presented in the rightmost column. Here we provide a description for each of the metacodes.

4.1.1. Characteristics/practices of Agile Development. This metacode is used to group codes and subcodes that refer to a characteristic specific to an agile software development project. This includes the nature of communication within teams, knowledge sharing, and the characteristics of trust within a development team, management, and the client. It also includes team rooms and the nature of the workspaces and meetings.

4.1.2. Challenges of Agile Development. This code groups challenges in agile development related to such topics as requirements gathering activities, requirement stability, nature and frequency of changes in requirements, communication, client focus on people-oriented rather than process-oriented control, lack of formality, and lack of team cohesion.

4.1.3. Company Characteristics. Company-related codes were reported in two studies. This metacode groups tags related
to the company domain, the number of agile projects in execution and in total, and the targeted market sector.

4.1.4. Project Characteristics. This metacode represents all codes related to the agile project characteristics. This includes duration of the projects on average and individually complexity of the project as perceived and objectively the number of development sites and development team size.

4.1.5. Lessons. This metacode collects all lessons learned that are related to agile development. Lessons learned were related to the tools being utilized, the importance of expertise within the team, the role of culture in the success of projects, and the role of trust. In addition, it includes the importance of formal training and the commitment of every team member to the success of the agile activities and the importance of proactive resource management.

5. Grounded Theory and Geographically Distributed Development (GDD)

Out of our surveyed literature, we identified seven studies on Geographically Distributed Development (GDD) that used GT. GDD, also known as Distributed Software Development (DSD), has grown to be a common practice in today's industry [19]. Despite the limited number of publications, GDD seems to be a fertile discipline for grounded theory application for the following reasons.

(i) GDD has grown, and is still growing, exponentially in the last decade [20].
(ii) GDD brings about additional complexity to any development process.
(iii) There is a wealth of data sources that can be analyzed using grounded theory analysis. For example, communications in GDD are typically written communications (email, chat sessions) that can be easily recorded over an extended period of time with little effort and little disruption to existing business activities. Such data are typically absent in normal settings or require significant effort to facilitate data collection.

It is typical for grounded theory research activities to take place in real life situations, by interviewing or collecting data from real projects. However, one study [21] reported grounded theory methodology using student subjects comprising 21 virtual teams collaborating in the completion of a given task. In this study, the researcher aimed at uncovering how distributed projects are managed and executed. The study concludes with characteristics of managing a distributed project as well as proposing a model for distributed project management. A similar work [22] also utilized students in a study of distributed development using student participants. The study relied on the analysis of electronic communications collected during the performance of a distributed development task by the students.

There are situations when a surveyed GT work addressed both GDD and agile methodology at the same time. In such situations, we classified the paper under both themes, including their codes and sub-codes in the analysis and construction of metacodes in both themes. GDD becomes complex and challenging when an agile method is adopted [23]. Ramesh et al. [20] have reported a grounded theory approach that analyzes data from three different organizations, attempting to answer the question whether distributed software development can be agile. Ramesh et al. have identified a number of challenges specific to distributed agile development processes; nevertheless, they concluded that distributed and agile approaches can be combined.

Layman et al. [19] pursued a different approach. Layman et al. studied a successful distributed agile development project in the USA and the Czech Republic in an attempt to uncover the characteristics of these successful projects. They collected the data from archives of emails as well as semi-structured interviews. Quantitative data (the number of source file lines for example) was supplementary to their qualitative data. Their work's main contribution is the recommendation of four success factors for a distributed XP methodology: the facilitation of communication by the management, short asynchronous communication loops, identifiable customer authority to resolve requirement related issues, and a high process visibility.

Managing requirements in a distributed development setting present unique challenges. Requirements engineering is a communication-intensive and dynamic task. When stakeholders are geographically distributed, requirement engineering tasks become even more complex. Damian and Zowghi [24] present their field study work that investigates requirements engineering challenges introduced by stakeholders' geographical distribution in a multisite organization. Their goal is to examine requirements engineering practice in global software development and formulate recommendations for improvements. In a subsequent section, we discuss grounded theory-based requirements engineering research in nondistributed projects.

5.1. Metacodes for Geographically Distributed Development. Out of the seven identified GT studies on GDD, we analyzed the codes extracted from six studies. One study did not provide adequate reporting on its codes and subcodes. We collected 31 codes and 95 subcodes resulting in 11 metacodes presented in Table 2.

Table 3 presents a summary of the metacodes we constructed in the geographically distributed development theme. Each metacode represents a large number of codes and sub-codes, samples of which are presented in Table 2. Here we provide an analysis and description for each of the metacodes.

GDD projects are, after all, software development projects, so it was expected to see a number of codes that can be found in a typical software engineering project. Communications in a GDD project play a more prominent role, and it was found in almost every set of codes analyzed. Coordination and adaptation metacodes are closely associated with the GDD nature of the project. That metacode represented codes related to time zone issues, collaboration, level of involvement, and social and cultural issues. All these
Table 2: Metacodes for geographically distributed development.

<table>
<thead>
<tr>
<th>Number</th>
<th>GDD metacodes</th>
<th>Tags/description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Communication</td>
<td>Communication patterns (generating ideas, confirmation, consensus, conflict, humor, and attitude), positive and negative</td>
</tr>
<tr>
<td>2</td>
<td>Coordination</td>
<td>Time zone (delay in responses) collaboration, and involvement</td>
</tr>
<tr>
<td>3</td>
<td>Adaptation</td>
<td>Social, work, technological, conflict resolution, and lateral thinking</td>
</tr>
<tr>
<td>4</td>
<td>Company background</td>
<td>Company size, maturity levels, existing development approaches, and company’s culture</td>
</tr>
<tr>
<td>5</td>
<td>Stakeholders</td>
<td>Project under study's stakeholders related information, years of experience, and so forth</td>
</tr>
<tr>
<td>6</td>
<td>Collaboration technologies</td>
<td>Simple emails, advanced collaboration technologies</td>
</tr>
<tr>
<td>7</td>
<td>Requirements challenges due to distance</td>
<td>Inadequate communication, knowledge management, cultural diversity, and time difference</td>
</tr>
<tr>
<td>8</td>
<td>Requirements activities</td>
<td>Elicitation, prioritization, negotiation, validation, examining current system, and managing uncertainty specification</td>
</tr>
<tr>
<td>9</td>
<td>Involvement of users</td>
<td>Achieving appropriate participation of system users and field personnel</td>
</tr>
<tr>
<td>10</td>
<td>Trust</td>
<td>Checking project status, concern about a member doing his task, and trust built progressively</td>
</tr>
<tr>
<td>11</td>
<td>Delay</td>
<td>Sources and nature of delay, perceived causes, and delay mitigation actions</td>
</tr>
</tbody>
</table>

Table 3: Metacodes for requirements engineering.

<table>
<thead>
<tr>
<th>Number</th>
<th>Requirement engineering metacodes</th>
<th>Tags/description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Challenges</td>
<td>Distance, communications, knowledge management, customer culture, and awareness of processes for RE</td>
</tr>
<tr>
<td>2</td>
<td>Elicitation</td>
<td>These metacodes refer to the standard RE activities</td>
</tr>
<tr>
<td>3</td>
<td>Prioritization</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>Negotiation</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>Validation</td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>Specification</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>Examining current system</td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>Business objectives</td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>Primary business attributes</td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>Primary project attributes</td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>RE process attributes</td>
<td></td>
</tr>
</tbody>
</table>

6. Grounded Theory and Requirements Engineering

Requirements engineering is particularly attractive for grounded theory methodology for a number of reasons. Applications and systems are growing increasingly more complex and involve ever-increasing numbers of users and stakeholders. Grounded theory can help discover patterns from a stakeholders’ perspective of the system under development that may increase our knowledge of the users’ needs and how those stakeholders may perceive aspects related to the new system, like the organization impact of the new system and changes in business tasks and activities.

Requirements management tools now incorporate discussions, communications, and issues related to requirements. This large amount of data can serve as the basis for extensive grounded theory work. Data collection techniques that are typically applicable in social sciences and psychology, from which grounded theory has emerged, are not always as applicable in software engineering. Such requirements management tools provide unbiased data that is otherwise hard, or sometimes impossible, to collect without some level of disturbance of existing business activities.

A prominent work in applying grounded theory to the requirements engineering discipline is the work of Damian and Zowghi [24] where they report on the investigation of requirements engineering challenges introduced by stakeholder’s geographical distribution in a multi-site organization. In addition to conducting semistructured interviews, they also analyzed existing documents and observed requirements meetings. In this work, and due to the geographically distributed organization, stakeholders heavily relied on emails and automated requirements engineering tools that provided recorded, as well as detailed, history of discussions and communications.

aspects are related to the geographical nature of the project. Collaboration technologies, requirements challenges due to distance, involvement of users, delay, and trust are metacodes that were found specific to GDD projects.
Qureshi et al. [21] applied grounded theory methodology on a case study of distributed software project management activities. Their study spanned all project phases and used observations and transcripts of electronic communications as their data sources.

A study of the Hewlett-Packard requirements engineering process considered two projects [25]. The first project was small and agile, and was characterized by quick releases, while the second project was large and complex, and was outsourced some of the development. Hewlett-Packard has a large and varying collection of requirements engineering processes. The selection of such processes is influenced by business drivers and constraints as well as characteristics of the project itself. Padula [25] has reported on how Hewlett-Packard selects the requirement engineering process based on project attribute.

Requirements engineering is inherently dynamic due to the nature of continuous change put forward by the various stakeholders. It is argued that information system contexts are soft and ambiguous and are therefore mainly characterized by qualitative data. Such characteristics make grounded theory a suitable methodology for research in the requirements engineering discipline. Galal and Paul [26] presented an analytical technique, based on grounded theory, for developing qualitative scenarios against which statements of requirements can be evaluated.

6.1. Metacodes for Requirements Engineering. For requirements engineering, we collected 26 codes and 54 sub-codes for analysis that resulted in 11 metacodes. We summarize metacodes in Table 3.

Our metacodes include five of the standard requirements engineering activities. It is possible that the referenced studies have used the standard requirement engineering activities as code seeds to initiate their coding process.

7. Other Applications of Grounded Theory

Grounded theory has been applied to a number of other subjects within software engineering that do not fall under our three main themes. Grounded theory has been employed to investigate tool and technology adoption [27], the impact of background knowledge of the performance of software developers [28], the motivation of open source software developers [29], questions developers ask during software maintenance tasks [30], knowledge repositories in software companies [31], barriers to adoption of software reuse [32], cognitive patterns used when explaining or understanding software [33], and new product development management issues and decision-making approaches of development managers [34].

We opted not to include the analysis of codes and sub-codes of this type of GT application for a number of reasons. First, we could not find the sufficient literature of the application of GT to create meaningful new themes. And due to the lack of papers, construction of metacodes using our approach will inevitably result in biased metacodes that reflect more the surveyed studies, rather than the emergence of a pattern observed from a broader coding or subcoding processes.

8. Opportunities and Challenges of GT Application in Software Engineering

Our analysis of the surveyed papers, as well as our experience in applying GT in software engineering, highlights a number of opportunities unique to the software engineering field that makes GT an even more promising research methodology. With opportunities come challenges that software engineering researchers should be aware of while preparing for their research. The analysis we present in this section is extracted from the surveyed literature and does not reflect our own experience with GT.

8.1. Opportunities

(i) The lack of integrated theories in the literature related to a number of areas in software engineering practices suggests the use of an inductive approach that allows theories to emerge based on pragmatic accounts of professionals themselves. For example, the role of communication and trust in distributed development is not formalized in a theory. However, a number of studies reported in this paper have addressed the role of communication and trust in distributed development as reflected by the experience of professionals in GDD projects.

(ii) Grounded theory has well-established guidelines for conducting inductive, theory-generating research.

(iii) Software development is a human-intensive activity and development processes are characterized by heavy reliance on human compliance, emphasizing the human aspects of software engineering [35]. Grounded theory is renowned for its application to the analysis of human behavior.

(iv) Grounded theory is a burgeoning methodology in the information systems arena and has been an established and credible methodology in sociological and health disciplines.

(v) Grounded theory (for the novice researcher or experienced researchers new to interpretive studies) provides a useful template and as such serves as a comfort factor in the stressful and uncertain nature of conducting qualitative research [36].

(vi) Software engineering relies significantly on software tools for managing artifacts, as well as documentation and communications. These tools make available recorded communications, potentially over an extended period of time, which become valuable assets for grounded theory analysis. In comparison to typical social settings, such information is either non-existent or significantly harder to collect.
8.2. Challenges

(i) Data collection within an organization for research purposes is typically challenging. Business priorities will tend to take precedence over participation in research activities. Ethics committee and managerial approval are required prior to performing such research. The requirement for management approval raises the question of whether the data sampling is actually unbiased and is an honest representation of the organization or activities under study.

(ii) The use of semistructured interviews centers data collection on users’ opinions. This can lead to an overemphasis on the participants’ perception of what is taking place, which could be at odds with reality. Despite the occasions when there is no supporting evidence, the researcher is obliged to accept what the respondents say during the interviews [37]. However, in certain situations such as decision-making processes, managers base their decisions on their own perceptions, and therefore it is the perception that matters [16]. In addition, semistructured interviews need not be the only data collection activity. As discussed earlier, there are a number of papers reporting the utilization of electronic communications, documentation, and archives as data sources.

9. Adaptation of Grounded Theory

Because grounded theory as a methodology has emerged from the social sciences, one could justifiably adapt the methodology when adopting it in software engineering research. The existence of some variations of grounded theory in social sciences is reported in the literature [38]. In addition, rigid application of grounded theory has been critically questioned [24]. We have noted three major characteristics specific to grounded theory work when applied to software engineering. Those characteristics are related to (a) the literature review prior to the study, (b) selection of participants, and (c) data sources. In this section, we briefly highlight those characteristics.

A prominent characteristic of grounded theory is captured by the advice offered by Glaser and Strauss [1]: “There is a need not to review any of the literature in the substantive area under study. This dictum is brought about by the desire not to contaminate… it is vital to be reading and studying from the outset of the research but in unrelated fields.”

Contrary to this advice, a number of grounded theory researchers have explicitly advocated the benefits of the literature and background knowledge of the researcher prior to conducting data gathering activities [8, 36]. It is reported that prior knowledge helps in guiding research and the use of seed categories (such as our metacodes) helps inform analysis. This deviance from the original methodology is justifiable as some background knowledge is needed to help the researcher in the process of interviewing and data collection. The researchers’ personal constructs and skills help structure data, and it is the researcher’s hermeneutic perspective that maintains the interpretive style rather than the grounded theory method [36].

Selection of participants was particularly challenging for a number of reported research activities in the software engineering arena. While there is normally a criterion for the selection of subjects (based on their role in the study case for example), subject selection was largely affected by management and the participants’ availability [37]. In such situations, management could deliberately select participants that would present a favorable picture. Informing management of the objective and purpose of the research and guaranteeing an adequate level of privacy and confidentiality of the data can help mitigate such risks.

Data sources in grounded theory work seem to be overwhelmingly reliant on semistructured interviews. However, in a number of studies, particularly those addressing distributed development, researchers made significant use of documented email communications and chat session histories. Such data sources are typically nonexistent in normal social sciences settings. Researchers also made use of existing manuals and archives.

9.1. Analysis of Metacodes. We present the following remarks about our metacodes presented in Tables 1, 2, and 3.

(1) Communications and trust tend to be central to all GT applications in the three themes under study.

All themes included communications and trust at the first or second level. This may reflect the importance of communication and trust in software development activities. It may also indicate that the existing GT studies focused on studying communications and trust. This may be due to the nature of how GT is developed from interviews, meetings, and so forth. Such data sources may inevitably reflect communications and trust aspects of software development projects.

(2) Metacodes derive their significance from the specific GT application.

In the process of developing our metacodes, we were careful to only select codes from studies that sufficiently addressed the corresponding theme using the GT approach. However, each study had its own unique settings, procedures, objective, and findings. For example, Padula [25] was studying the requirements engineering process with Hewlett-Packard and focused on the study of two particular HP products, while other studies had a different focus. In our analysis, we were careful to select codes and subcodes that were, as much as possible, not related to a specific product or study. At the same time, we also want our metacodes to represent adequate coverage of the existing literature.

(3) Overlapping of themes and codes.

The three themes presented in this paper are not mutually exclusive. For example, the study [24]
addressed GT application for requirements engineering in a GDD environment. This paper was justifiably classified under the two themes GDD and RE. During the process of code analysis, additional care was required to properly select codes that addressed aspects of the project that corresponded to the theme under which the metacodes were listed. For example, in the study by Damian and Zowghi [24], codes that related to GDD were listed under GDD theme and similarly for RE codes.

10. Conclusion

While having its antecedents in sociology in the mid 1960s, grounded theory methodology has been growing in the field of software engineering. Software engineering is a human-intensive activity, and is proving to be an attractive discipline for the application of grounded theory. However, there is little background and guidance on how to apply GT in software engineering domain.

Our work is an initial step towards understanding how to best apply GT methodology in SE. We introduced metacodes that can function as seeds for the construction of codes in GT research in three subdisciplines of software engineering: agile development methodology, requirement engineering, and geographically distributed development. We also presented a critical review of the challenges and opportunities specific to GT research in software engineering as a whole. Our survey revealed characteristics of GT research in software engineering, such as adapting the classic grounded theory rules about prior literature review, data sources, and participant selection.
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